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Abstract

Today software development often depends on the communication between different share-
holders with various professional backgrounds. Domain specific languages (DSL) aim to
close the semantic gap between these shareholders by providing a common method for
communication. When using meta-tooling suites or language workbenches it is quiet easy
to create DSLs for small scenarios or even for single use. But with the more frequent use
of DSLs the need for domain-specific tooling has also risen.

This dissertation deals with the challenges of creating domain-specific modeling tools
using high-level specification languages via code generation. It focuses on three important
elements of domain-specific tool generation such as: specification languages, the tool gener-
ation process and the generation of domain-specific APIs, for amplifying the development
of plug-ins for the generated tool, which are the main contributions of this dissertation.

The first main contribution focuses on the formalization of the specification languages.
It is illustrated by detailing the three specification languages of the Cinco meta-tooling
suite. The second main contribution introduces the product generation process, which
is used to create domain-specific modeling tools from the high-level domain specific lan-
guages, defined in the first contribution. The approach is illustrated by the Cinco product
generation process (CPGP), which defines the necessary steps to produce a standalone
modeling tool in the Cinco meta-tooling suite. The third main contribution of this disser-
tation is the generation of a domain-specific API based on the same high-level descriptions
used for the product generation. It uses information present at generation time to cre-
ate specific operations that are useful for transformations on graph-models (such as typed
successor/predecessor or containment relationships). Therefore the API generation of any
product is generated during the execution of the CPGP. The API makes it easy to develop
any extensions for the Cinco product due to its domain-specific nature and the ability to
resemble user actions in the generated editors.
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Chapter 1
Introduction

The Cinco project was created out of the need for graphical modeling tools. It follows
the DFS (Domain-Specificity, Full-Code-Generation, Service-Oriented) approach detailed
by Stefan Naujokat [Nau17]. Building on the traditions of process modeling tools such as
the jABC [Nag09, Neu14] that have been around since the early nineties, the creation of
more domain-specific tools using graphical domain-specific languages (GDSL) is the core
idea of the project.

Implementations of such tools tend to lead to recurring implementation of boiler-plate
code. This code, while serving comparable purposes in various tools, is often different
enough that no feasible level of code reuse can be found. The inability of reusing code
leads to a form of copy-and-paste development which is tedious and error-prone. These
considerations motivate the idea that an automatic generation of modeling tools should be
possible. To achieve this full generation, a family of high-level languages that are simple,
yet powerful enough to describe modeling tools needs to be designed. These languages
need to be precise enough to describe the abstract and concrete syntaxes of the GDSLs
and also the form and function of the complete tool. From a description expressed in these
languages the tool can be generated using a full code generation [KT08] approach.

Full code generation has several beneficial properties. First, it treats models as first-
class citizens meaning that changes in the models will be directly propagated into the
generated parts of an application. Second, full-code-generation allows only modifications
on such first-class citizens which prevents model and generated code running out-of-sync,
indirectly solving problems known from round-trip-engineering [HLR08]. It is important
to notice that full-code-generation does not necessarily mean that applications are created
from generated code alone. It is merely a method to generate vitally important parts of
an application into a given framework.

In case of the Cinco project, this leads to the conclusion: To reduce verbosity and
increase simplicity of the specification languages, it is important to have two parts: First, a
powerful framework that serves as the base of every generated modeling tool, and second,
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2 CHAPTER 1. INTRODUCTION

a capable code-generator that can use the more abstract descriptions of the languages and
generate all the needed artifacts to turn the framework into the desired modeling tool.

1.1 My Contribution

The first main contribution of this dissertation is the formal description of a meta specifi-
cation language for graph-based model structures. The Cinco meta-tooling suite features
three specification languages, first introduced in [NLKS17], that are used to define domain-
specific graphical modeling tools. The first language is the Meta-Graph Language (MGL),
a specification language that is used to describe graph-models and its model element types
(nodes, edges and containers). The other languages used in Cinco are the Meta Style
Language (MSL), a language which is used to describe the visual appearance of defined
element types, and the Cinco Product Definition (CPD) language that is used to define
the tool configuration. These two languages, together with the MGL, form the essential
artifacts for the Cinco Product Generation Process (CPGP). This contribution focuses on
the MGL specification which was designed and implemented by myself, while the MSL was
designed by Dawid Kopetzki originating from his Master thesis [Kop14].

The second main contribution of this dissertation is the introduction of a product
generation process that can be used to create full-fledged modeling environments from high-
level domain-specific language descriptions. The approach is illustrated by the CPGP. The
CPGP defines the necessary steps to produce a standalone Eclipse [MLA10] based modeling
tool (a Cinco product) from a set of textual meta-level specification languages, predefined
libraries and other resources necessary to complete the generation. The realization of the
CPGP builds on concepts of Cinco introduced in [NLKS17] and [Nau17] but has not so
far been detailed itself in any publication.

The described process can be divided into 4 phases:

1. Resource Aggregation: Necessary resources, such as language descriptions, are gath-
ered. Language descriptions are topologically sorted by dependency [Kah62]. Un-
changed and previously generated resources that have no changed dependencies do
not need to be generated.

2. Abstract Syntax Generation: In case of the CPGP , for each language definition
used in the product, Ecore meta-models [SBPM08] and according generator models
are generated that serve as abstract syntax for the DSLs. In addition to typical EMF
operations, the generated Ecore model includes an API that is specially created to
simplify the use of the Cinco models. The Java Classes for the Ecore models is
generated from the Generator models.

3. Concrete Syntax and Editor Generation: Using the descriptions, editors that en-
sure conform the models are generated. For every language at least one editor is gen-
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erated. In case of the CPGP, two editors a Graphiti [6] based editor and a Xtext [16]
based editor are generated by default.

4. Product Configuration: After the generation is finished, the whole product has to
be assembled out of the created artifacts.

The third main contribution of this dissertation is the generation of a domain-specific
API based on the same high-level descriptions used for the product generation. The gen-
eration of the API makes use of concepts and technologies described in [Jö11, JMS08]
and extended in [Lyb12]. In case of Cinco the generation of the Cinco Transformation
API (CT-API) has been realized. The CT-API provides the vital functionality of a Cinco

product which makes it easy to implement tool behavior and semantics through plug-ins.
It uses information present at generation time to create specific operations that are useful
for transformations on graph-models (such as typed successor/predecessor or containment
relationships). Therefore the CT-API for all products is generated during the execution of
the CPGP. The CT-API makes it easy to develop any extensions for the Cinco product
due to its domain-specific nature and the ability resembling user actions in the generated
editors. Both the realization of the CPGP and the generation of the CT-API follow the
concepts of full-code-generation [KT08].

To demonstrate the suitability of the CPGP and the usability of the Cinco transfor-
mation API, several papers using Cinco have been published. Some of the publications
listed in the next section show different examples for the usage of Cinco meta-modeling
suite. Cinco was also used in numerous student project groups of which I have supervised
the following [BDG+15, STK+16, AKS+18, BCK+19].

1.2 Context of Attached Publications

Following the development of the Cinco meta-tooling suite, various different examples of
applications have been developed to illustrate the concepts behind the suite. The pub-
lications affiliated with this cumulative dissertation show a variety of applications (e.g.
for educational purposes [LKZ+18], model transformations [LKS18] or web application
development [BFK+16]).

Cinco: A Simplicity-Driven Approach to Full Generation of Domain-
Specific Graphical Modeling Tools

This paper [NLKS17] introduces Cinco, a domain-specific tool which is used to define
domain-specific modeling products. Built on the foundations of the Eclipse Rich Client
Platform (RCP) [MLA10] and more importantly on the Eclipse project Eclipse Modeling
Framework (EMF) [SBPM08] and technologies based thereof, such as Graphiti [6] and
Xtext [16], Cinco uses a family of high level specification languages to describe graph-based
modeling tools. This publication introduces basic concepts and the meta-level specification
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languages, but also shows a variety of academic and industrial applications, and features
a comparison with similar tools.

A Tutorial Introduction to Graphical Modeling and Meta-modeling with
Cinco

This paper highlights the capabilities of Cinco in terms of adaptability and ease of use.
It is done by showing a short educational example and presenting how the modification of
the specification affects the code generator [LKZ+18]. The tutorial uses a newly created
graphical Cinco specification language GCS detailed in [Fuh18] and makes use of the
Cinco generation target for the web: Pyro [Zwe15]. Cinco has been used for the imple-
mentation of various tools. The next three papers show examples of varying complexity
that can be implemented.

Design for ’X’ through Model Transformation

In this paper [LKS18] a framework for model transformations is sketched that can be used
to ensure a series of X by Construction (XbyC) [tBCSW18] properties such as model-
checkability, learn-ability, or performance by construction. It is done by specifying the
source and target languages but also the transformation language using the Cinco meta-
modeling suite. It makes use of a graphical syntax similar to structured operational se-
mantics [Plo81] using a multi-level rule pattern with micro and macro steps, similar to the
semantics of synchronous systems [BG92].

DIME: A Programming-Less Modeling Environment for Web Applica-
tions

This paper [BFK+16] describes a complex application of Cinco, the DyWa Integrated
Modeling Environment (Dime). Dime is a fully realized Integrated Modeling Environ-
ment (IME) for modeling complete web-applications. It features a family of DSLs for
implementing GUIs, Data and Processes. Dime’s process model is based on principles
used in predecessing technologies namely the jABC4 [Neu14] and the data modeling re-
lies heavily on the Dynamic Web Application (DyWA) [NFSM14]. Dime itself depends
on the concepts of the One Thing Approach (OTA) [MS09] and Exteme Model-Driven
Development (XMDD) [MS12].

1.3 Nomenclature

During this dissertation, it may not be easy to distinguish between keywords in presented
domain-specific languages (DSL), types of the abstract syntax of these DSLs, and types
used in a Cinco product, generated from these DSLs or previously implemented, since
keywords and types are often called similar (e.g. node, for the keyword that tags a Node
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type definition). So, whenever a keyword or anything code-related is mentioned, it is
displayed this way: keyword. When a type of the abstract syntax is used, it is displayed
this way: Type. When a generated type specific for a Cinco product is described, it will
look this way: Product Type .

1.4 Organization of this Dissertation

Following this introduction, Chapter 2 will introduce the concepts and technologies used
for Cinco and the CPGP. Chapter 3 describes the specification languages of the Cinco

meta tooling suite, with focus on the MGL (the first main contribution). While the MSL
and CPD are not part of the contribution but are connected to the MGL and the CPGP ,
and thus are only described briefly. Chapter 4 describes the other contributions of this
dissertation, the CPGP and the CT-API, with the construction of the CT-API covered
in Section 4.3. The dissertation finishes with a conclusion and a view on possible future
extensions in Chapter 5.
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Chapter 2
Background

This chapter introduces the main concepts and technologies used for the realization of the
the Cinco meta-tooling suite.

2.1 Domain-Specific Languages

The term Domain-Specific Language (DSL) has been in use for quite some time [Ham75].
Usually, it describes a specialized language that is tailored to describe solutions for a specific
problem domain. According to Fowler, DSLs are popular for several reasons. The two
main ones are: "improving productivity for developers" and "improving communication
with domain experts." [FP11] An issue that is often tried to solve using DSLs is the
semantic gap [Gho11]. Domain expert may not understand the concepts of general-purpose
languages, while the developer that needs to implement the solution does not necessarily
have the knowledge of the domain experts required for developing solutions for the domain’s
problems. DSLs can be introduced to close or at least narrow this gap by empowering the
domain expert to express his own solutions or to understand solutions formalized by others.

Types of DSLs can be distinguished between internal DSLs (also called embedded
DSLs [FP11]) and external DSLs. Internal DSLs rely on a host language and use a sub-
set of the host’s syntax. Building on top of another language, an internal DSL has the
advantage that it can make use of the host language’s tool chain (e.g. editors, compilers
etc.). Languages that support the creation of internal DSLs are for example: Racket (see
[FFF+18] or [12]) or Scala [13]. External DSLs, on the other hand, are independent from
other languages which means they are more free to introduce syntactic concepts that are
easier to understand for the domain expert. The focus of the Cinco meta-tooling suite
clearly lies on external DSLs. These external DSLs can also be categorized into graphi-
cal(or visual) and textual DSLs. An example for tools that helps creating textual DSLs
is the framework Xtext [16]. A framework for the development of graph-based external
DSLs with a graphical syntax, is the Graphiti [6] framework. Both frameworks, Xtext
and Graphiti, are based on the Eclipse Modeling Framework (EMF) which itself is part of

7



8 CHAPTER 2. BACKGROUND

Eclipse [2]. The semantics of DSLs can be formalized in several ways, being it operational
semantics [Plo81], axiomatic semantics [Hoa69], or translational semantics [Kle08]. The
CPGP clearly focuses on the latter using code generation, while Cinco also supports the
creation of tools using other forms of semantics (for example as presented in [LKS18]).

2.2 Eclipse

Eclipse is an open source platform, that can be used to develop software tools. It has
been used as a basis for several tools, for example Java, C++ or Python development en-
vironments. Eclipse is divided into several top-level projects, such as the Eclipse Modeling
Project, that encompass smaller sub-projects.

2.2.1 EMF

An important part of the Eclipse Modeling Project [3] is the Eclipse Modeling Frame-
work (EMF) [SBPM08]. This project provides modeling and code generation tools for
software development with a structured data model. Data models are described in Ecore,
a reflexive meta meta-model. This model describes data in form of a class-based model,
not unlike the class diagram of UML [19]. It provides data types that mirror Java types
(e.g. EInt for int, EBoolean for boolean). It is also possible to add operations to
the Ecore model with so called EOperations. These operations need to be implemented
either inside the generated code, which conflicts with the full-code generation paradigm,
or by annotating the defined EOperations with the operation body inside the Ecore
model, which lacks any IDE features. To use the Ecore models, instances of models can be
created that confirm to the definitions made in the Ecore model. These model instances
are also called EMF models. The EMF models can be created and edited through various
means. EMF itself, for example, can generate a simple tree-based editor that can be used.
It is also possible to create and edit the models using the EMF-API. Ecore is a reflexive
meta-model, in such a way, that it can be used to describe itself, which means that every
Ecore model is also an EMF model. Several projects use EMF and the Ecore model, such
as Xtext and Graphiti, which are are used by the Cinco meta-tooling suite.

2.2.2 Xtext

Xtext [16] is a development environment for creating external textual DSLs. It uses a
grammar language to describe the concrete syntax of a DSL and how it is mapped to the
in-memory model. Internally, Xtext generates an Ecore model from such a description,
that represents the data model of the abstract syntax. Xtext also generates an editor for
the language with syntax checks, a framework for additional validation and a framework
for code generators. Code generators and validation, can be implemented using Xtend (See
Section 2.3.1) or Java.
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2.2.3 Graphiti

Graphiti [6] is a tooling infrastructure that facilitates the development of Eclipse based
diagram editors, that can use Ecore models as domain models. It uses GEF [4] and
Draw2d [5] as base technologies, but abstracts from using an API.

Graphiti uses them to define the graphical appearance of its models and to link its
own Diagram meta-model to the corresponding domain models. For each graphical model
element type, a set of features is required that defines the tool behavior, for example Create
Feature to create an instance of a model element or Add Feature to add a created element
into the model. Other examples for features are Move Feature or Delete Feature. All
defined elements can be added to a palette from which they can be drawn to the editor
canvas which will trigger the Create Feature first and then the Add Feature.

2.3 Code Generation

An essential part and main focus of the Cinco meta-modeling suite is the generation of
standalone modeling tools, which make use of code generation techniques, while depending
heavily on the reuse of already existing software. To clarify which type of code generation
used in the aforementioned CPGP, it is important to classify the term correctly. Code gen-
eration has been used in several fields, such as compiler construction [Sun13] or in model-
driven approaches, such as Model-Driven Software Development (MDSE) [SVEH07]. It
also plays an important part in Language-Driven Engineering (LDE) [SGNM19]. Though
many of the code generation concepts used in compiler construction can directly be applied
to MDSE [Sel03], generators of both fields differ from each other in terms of abstraction.
Code generation for domain-specific languages has more in common with code generation
in model-driven software development than compiler construction, since DSLs usually work
on an even higher abstraction level than Model-Driven approaches. In context of the meta-
tooling suite the code is generated by collecting the information found in the specification
languages.

There are several approaches to code generation. The simplest form is programming
a code generator by hand, which traverses the underlying specifications and creates the
output via string concatenation. While this seems feasible for small portions of code, there
are some problems. First, there is no separation between generator logic and the output.
This makes it hard to reuse the code generator or to maintain it. Second the concatenated
code is made of small parts of predefined code and data read from the underlying model
(e.g attribute values). Also, special characters (e.g double-quotes) have to be escaped.
This makes it hard to maintain the generated code if errors occur or features need to be
added.
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2.3.1 Template-Based Code Generation

Another, more sophisticated approach for code generation is the use of templates. Tem-
plates are basically larger portions of text with placeholders filled with the informa-
tion found in specifications. Template-based generation has been an important part
for web-development, but can also be used to generate code where large parts stay the
same (e.g. boiler-plate code). It was used in server-side languages, such as PHP [11]
(often assisted by external templating languages, such as Twig [14]) or Active Server
Pages.NET (ASP.NET) [1], but is also used in client-side approaches, such asMustache [10]
or Handlebars [7], often in connection with JSON [18] as the underlying data model. But
template-based approaches have also been used outside the web environment. Xtend [15]
is a programming language that features templating using Template Expressions. It is
the default language for implementing code generators and tool behavior for DSLs cre-
ated with Xtext. Xtend itself is implemented in Xtext and generates to plain Java, which
makes it fully compatible with all java projects. The Template Expressions can be used
inside code but can also be used in separate methods to allow separation of templates and
business code. Xtend uses a special syntax with guillemets (« and ») to highlight dynamic
code inside the template. Listing 2.1 shows a simple Xtend method that returns a HTML
bullet-point list made from a list of Strings using a Template Expression. Template based
code generation with Xtend is used for the generation of the Cinco transformation API.

1 def bullet(List<String> strs)’’’

2 <ul>

3 «FOREACH s: strs»

4 <li>«s»</li>

5 «ENDFOR»

6 </ul>

7 ’’’

Listing 2.1: Example for a Xtend Template Expression

2.3.2 Model-Driven Code Generation Approaches

Sven Jörges provided in his dissertation [Jö13] a model-driven and service-oriented ap-
proach for code generation, Genesys. The Genesys approach is based on the concepts of
XMDD [MS12], and the default implementation was implemented in jABC [Nag09]. The
code generators are modeled using graphical process models. These processes consist of
various predefined services that can be added to the models by using the Service Indepen-
dent Building Blocks (SIB). Third party technologies (e.g., template engines) are inside
Genesys by providing SIBs for these technologies. Models can be divided into hierarchical
sub-models, which allows for separation of concerns and reuse of models. Genesys also
allows for a better separation between generation logic and output by using the jABC
processes to define the logic, while templates are used only for text output and more ad-
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vanced features of template engines (e.g. loops) are forbidden by convention. Another key
feature of Genesys is the avoidance of round-trip-engineering. Process models are the only
artifacts that are changed during the construction of the code generators. Generators can
be designed in a way that the target code is fully generated from these models.

Genesys had a major impact in earlier versions of Cinco. Jörges describes a code
generator in [Jö13, Chapter 7], which allows to generate SIBs from Ecore meta-models,
that can be used to generate code from instances of this meta-model. This SIB generator
was the basis for the TransEM Framework, which I developed in the course of my diploma
thesis [Lyb12], which is used to describe process-based model transformations on EMF
models. Since Ecore models are also EMF models, TransEM can be used to describe
model transformations of Ecore models. Earlier versions of Cinco used TransEM to
generate Ecore models from high-level specifications (see Section 4.2). This approach has
since then been temporarily replaced with a template-based implementation using Xtend
to remove old legacy technology, Genesys and TransEM were based on (jABC). Though
TransEM is not present in the current version of Cinco, the ideas and concepts can still
be found in the CPGP and could be reused when developing a successor using a Cinco

process model (e.g. like the Process models in Dime [BFK+16]).
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Chapter 3
Cinco

Figure 3.1: Overview of relevant Artifacts (reprinted from [NLKS17])

This chapter describes the Cinco[NLKS17] meta-tooling specification languages with
focus on the Meta Graph Language (MGL). Cinco is a tooling suite for creating domain-
specific modeling tools using high-level specification languages through code generation.
The generation is provided by the CPGP. Cinco aims to be a tool that can be used to
define any tool that is based on graph-based modeling languages consisting of types of
nodes and edges. All these tools are specified using three languages:

1. The central language is the Cinco Product Definition (CPD). It describes which
languages are part of the tool, the branding of the tool, and the other components
used in the tool, which are not specified by Cinco’s specification languages.

2. The Meta Graph Language (MGL) is used to define the abstract syntax of the lan-
guages, but also maps defined element types to a concrete syntax.

3. The third language is the Meta Style Language (MSL). It defines the styling of ele-
ments defined in the languages specified in the MGL.

13
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The three languages are described in the following. Figure 3.1 shows an overview of the
artifacts present in one Cinco product and the different roles associated with them:

The Cinco Product User only knows the generated tool and how to model their so-
lution. This is the layer where the communication between the domain expert and
the developer takes place (as mentioned in Section 2.1).

The Cinco Product Developer specifies the tool, using the above mentioned lan-
guages and generates it using the CPGP.

The Cinco Developer defines the specification languages along with the CPGP.
The Eclipse Developer provides the technologies necessary for Cinco, such as Eclipse,

Xtext, Graphiti, and EMF.

3.1 The Meta Graph Language

As mentioned above, the MGL is used to describe the abstract syntax of a model type.
A Cinco product often contains editors for multiple languages, so an MGL file is needed
for each. This section will define the elements of the MGL syntax. An MGL file can
be edited in Cinco using a textual editor generated from an Xtext [16] grammar. This
grammar is based on an Ecore [SBPM08] meta-model, which represents the class model
of the abstract syntax tree of the MGL. Figure A.1 in the appendix shows the full class
diagram of the MGL. Xtext can be used to provide a mapping from concrete syntax to
the abstract syntax depicted in the Ecore model. This mapping may distract from the
the concrete syntax, so Listing A.1 and Listing A.2 in the appendix show the cleaned up
concrete syntax of the entire MGL specification in form of an EBNF 1, which omits the
mapping to the Ecore meta-model. In the following, the syntactical elements are described
highlighting the concrete syntax, when needed.

3.1.1 MGL Types

Every MGL file defines a number of types that correspond to a set of generated classes in
the final product. The MGL always contains a GraphModel type as the main type. Other
types can be defined, too. These types can either be graphical model elements such as
Node or Edge types or other non graphical types such as the UserDefinedType type that
serves the purpose of a composed data-type or the Enumeration type. Figure 3.2 shows
the class hierarchy of the MGL types.

Attributes All types except the Enumeration types may have attributes which are de-
fined in the type definition. These attributes specify properties for model elements, if they
need to carry more information, than for example, position or connections for Node types.
To specify attributes, the attr keyword is used. Attribute definitions always contain a

1Used EBNF Notation from the W3C XQuery 3.1 recommendation [17]
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GraphModel

package : EString

nsURI : EString

iconPath : EString

fileExtension : EString

Edge Node

executable : EBoolean = false

generatable : EBoolean = false

ModelElement

isAbstract : EBoolean = false

NodeContainer

Enumeration

literals : EString

Type

name : EString

UserDefinedType GraphicalModelElement

ContainingElement

[0..1] extends

[0..1] extends
[0..1] extends

[0..1] extends

[0..1] typesOpposite

[0..*] types

[1..1] graphModel

[0..*] nodes

[1..1] graphModel

[0..*] edges

Figure 3.2: Class hierarchy of the MGL types

name and a type. A type may be a primitive data type (such as integer or boolean), but
may also be a predefined complex type (for example a UserDefinedType or a Node type).
An attribute may also carry a list of elements which are defined by providing an lower and
upper bound for it (as seen in Listing 3.1), for example:

attr UserData as users[0,*]

GraphModel Type

Every MGL description starts with aGraphModel element emphasized by the graphModel
keyword and a name. Listing 3.2 shows the grammar rule for this element. TheGraphModel
type consists of all elements that can be used in a graph-model of this type. Other MGL
files or Ecore files may be imported for prime references (see pg. 17) using import as the
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13 Attribute ::= PrimitiveAttribute | ComplexAttribute

14 PrimitiveAttribute ::=

15 Annotation*
16 ’final’? ’unique’? ’attr’ EDataTypeType ’as’ EString ( ’[’ EInt ( ’,’ BoundValue )

? ’]’ )? ( ’:=’ EString )?

17 ComplexAttribute ::=

18 Annotation*
19 ’final’? ’unique’? ’override’? ’attr’ EString ’as’ EString ( ’[’ EInt ( ’,’

BoundValue )? ’]’ )? ( ’:=’ EString )?

Listing 3.1: Rule for Attributes

1 GraphModel ::=

2 Import*
3 Annotation*
4 ’graphModel’ EString ( ’extends’ EString )? ’{’

5 (’package’ QName )?

6 ’nsURI’ URI

7 ( ’iconPath’ EString )?

8 ’diagramExtension’ EString

9 ( ’containableElements’ ’(’ GraphicalElementContainment ( ’,’

GraphicalElementContainment )* ’)’ )?

10 Attribute*
11 ( Node | Edge | NodeContainer | Type )*
12 ’}’

Listing 3.2: Rule for the GraphModel type

keyword. At the top of the GraphModel definition information is entered for the generated
editor such as a main Java package name or the file extension of the model type. It is
also defined which model elements may be contained directly in the GraphModel using
the containableElements keyword. A graph model may have attributes. Inside the
GraphModel every other model element part of the model type is defined. Possible types of
these elements are Node, Container, Edge, UserDefinedType or Enumeration. Listing 3.3
shows an example of the head of a GraphModel type.

3 @style("model/FlowGraph.style")

4 graphModel FlowGraph {

5 package info.scce.cinco.product.flowgraph

6 nsURI "http://cinco.scce.info/product/flowgraph"

7 diagramExtension "flowgraph"

8

9 attr EString as modelName

10 [...]

11 }

Listing 3.3: Example for a GraphModel type
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24 Node ::=

25 Annotation* ’abstract’?

26 ’node’ EString ( ’extends’ EString )? ’{’

27 ( Attribute*
28 | ReferencedEClass

29 | ReferencedModelElement

30 | ( ’incomingEdges’ ’(’ IncomingEdgeElementConnection ( ’,’

IncomingEdgeElementConnection )*
31 | ’outgoingEdges’ ’(’ OutgoingEdgeElementConnection ( ’,’

OutgoingEdgeElementConnection )* ) ’)’ )*
32 ’}’

Listing 3.4: Rule for the Node type

52 ReferencedType ::= ReferencedEClass | ReferencedModelElement

53 ReferencedEClass ::= Annotation* ’prime’ ID ’.’ ID ’as’ EString

54 ReferencedModelElement ::= Annotation* ’prime’ ( ’this’ | QName ) ’::’ QName ’as’

EString URI ::= EString

Listing 3.5: Rule for the ReferencedModelelement and ReferencedEclass

Node Type

Using the node keyword, a Node type is defined. Listing 3.4 shows the rule for the
Node type. Like all other model element types nodes can also have attributes. For reuse
purposes Node types may inherit properties from other Node types. A Node type may also
be abstract meaning that it can’t be instantiated in a model editor, but may be used as
parent element for other Node types. Possible connections between nodes are defined by
the incomingEdges and outgoingEdges keywords using the connection constraints
which will be described in Section 3.1.1.

Prime References A special Node type can be specified by adding the prime keyword
to the Node type definition. This keyword indicates that the defined type will act as a
representative of another model element from a different file. This may be a model element
of a type defined in this MGL or an element whose type is defined in an imported Ecore
or an imported MGL file (see Listing 3.5). This feature can be used, for example, for
defining hierarchy in models by referencing a GraphModel or referencing information from
completely different model types. Listing 3.6 shows the prime node ExternalActivity that
references an activity, that was defined in an external library model, which was modeled
using EMF.

Container Type

The NodeContainer type behaves like a Node type, but with the addition that it may con-
tain other nodes or containers. Other than that, a Container type has the same properties
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41 node ExternalActivity {

42 @pvLabel(name)

43 @pvFileExtension("elib")

44 prime externalLibrary.ExternalActivity as activity

45 incomingEdges (*[1,*])

46 outgoingEdges (LabeledTransition[1,*])

47 }

Listing 3.6: Example for a Prime Node type

46 GraphicalElementContainment ::= ( QName | ’{’ QName ( ’,’ QName )* ’}’ | ’*’ ) ( ’[’

EInt ’,’ BoundValue ’]’ )?

Listing 3.7: Rule for the ContainmentConstraints

as a Node type. A Container type may even inherit properties from defined Node types
or act as an representative for a prime referenced model element. Adding a NodeCon-
tainer type to the MGL definition is done using the container keyword. Otherwise, it
is defined just like a Node type. Containment may be specified by using the Containment
Constraints.

Containment Constraints define possible combinations of nodes and containers that
can be contained in a ModelElementContainer, such as a NodeContainer or a GraphModel
type. Listing 3.7 shows the syntax of a containment constraint. A constraint consists of a
list of possible Node or Container types which the container may contain. It also features
an upper bound and a lower bound. The bounds may be omitted if the number is arbitrary.
Instead of a list of elements it may also be a single element, or a wild card (*).

It is also possible to define that a specific type may not be contained, by using the
bounds [0,0]. The generated editor will take care that no upper bounds can be violated.
Lower bounds are checked using a validator plug-in.

A constraint reads as followed: The amount of all elements that are of the types listed
in the constraint inside this graph model must be higher or equal to the lower bound and
must be lower or equal to the upper bound. Multiple constraints may be defined which may
also overlap. Listing 3.8 shows five constraints, in this example one for each Node type
listed, which have to be respected by the Container type Swimlane . The Node types

57 container Swimlane {

58 attr EString as actor

59 containableElements (Start[1,1], End[1,1], Activity, ExternalActivity,

SubFlowGraph)

60 }

Listing 3.8: Example for a Container type with a containment constraint
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A

Y

X

CB

contains

Z

contains
contains

container A{
  containableElements(X[0,*])
}
container B extends A{
  containableElements(Y[0,1])
}
container C extends A{
  containableElements(Z[0,*])
}

node X{}
node Y extends X{}
node Z {}

X Y Z

A ✔✔ ✔✔ ✘✘
B ✔✔ ✔✔ ✘✘
C ✔✔ ✔✔ ✔✔

Figure 3.3: Example of Containment Constraint Inheritance

21 Edge ::=

22 Annotation*
23 ’abstract’? ’edge’ EString ( ’extends’ EString )? ( ’{’ Attribute* ’}’ )?

Listing 3.9: Rule for the Edge type

Start and End must occur exactly once. A container may have an abritrary number
of Activity nodes and must contain one of either ExternalActivity or SubFlowGraph .

Figure 3.3 shows an example for containment constraints with inheritance. Container
type A may contain an arbitrary number of type X nodes. Node type Y is child of X ,
which means that A also may contain nodes of Y . A has two children B and C . Both
children inherit the containment constraint from A. Type C also adds a containment
constraint stating that it may contain an arbitrary number of nodes of type Z . Type B
restricts the constraint of type A with the added constraint for node type Y . It states that
B may contain exactly one node of type Y . Since Y is child of X this means that, while
B may contain an arbitrary number of X nodes, only one of them may be of type Y .

Edge Type

Edges define connections between nodes. An Edge type can be defined using the edge
keyword. Edge types may inherit properties from other Edge types and may be defined
as abstract. Like other model elements, edge types may also contain attributes. To
specify which types of connections are available in the editor, for each Node, it is possible
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67 edge LabeledTransition {

68 attr EString as label

69 }

Listing 3.10: Example for an Edge specification

44 OutgoingEdgeElementConnection ::= ( QName | ’{’ QName ( ’,’ QName )* ’}’ | ’*’ ) ( ’[

’ EInt ’,’ BoundValue ’]’ )?

Listing 3.11: Rule for the outgoing ConnectionConstraints

to define connection constraints. Listing 3.9 shows the grammar rule for the Edge type
and Listing 3.10 shows a simple edge with an EString attribute for a label.

Connection Constraints Connection constraints define which Edge types may start or
end in a Node type. They are defined inside the node definition using the
outgoingEdges keyword for outgoing (starting) constraints and the incomingEdges
keyword respectively for incoming (ending) constraints. A constraint consists of a list of
possible edge types listed in curly brackets and an upper and lower bound. This means
that the amount of the edges that are affected by this constraint must be equal or higher
to the lower bound but lower or equal to the upper bound. Multiple constraints may be
added. Like the containment constraints, the generated editor will take care that none of
the upper bound connection constraints will be violated, while lower bounds are checked
using the an model validation plug-in. Listing 3.11 defines the Xtext rule for outgoing
connection constraints. The rule for incoming constraints is analog to this. When Node
types inherit properties from their parent types, they also derive connection constraints
from them.

Figure 3.4 shows an example how inheritance can affect these constraints and how the
connection constraints are expressed in the MGL. The abstract Node type A has two
children B and C . Type A may have outgoing edges of type X , which is also abstract.
B may have incoming edges of type Y and C incoming edges of type Z . Y and Z are
both children of X . This leads to four kinds of possible connections: A source node of type
B may connect to another type B using an edge of type Y . Source B may also connect
to a node of type C using an edge of type Z . This is possible because Y and Z are both
children of X , and since B is child of A it inherits the connection constraint saying that
A may have outgoing edges of type X . Analog to this, a source node of type C may have
outgoing connections of type Y to nodes of type B and outgoing connections of type Z
to nodes of type C .
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<<abstract>>
A

Y

<<abstract>>
X

CB

outgoing

Z

incoming
incoming

abstract node A{
  outgoingEdges(X[0,*])
}
node B extends A{
  incomingEdges(Y[0,*])
}
node C extends A{
  incomingEdges(Z[0,*])
}

abstract edge X{}
edge Y extends X{}
edge Z extends X{}

A B C

A -- YY ZZ
B -- YY ZZ
C -- YY ZZ

from to

Figure 3.4: Example of Connection Constraint Inheritance

1 UserDefinedType returns UserDefinedType:

2 {UserDefinedType}

3 (annotations+=Annotation)*
4 (isAbstract?=’abstract’)? ’type’ name=EString

5 (’extends’ extends=[UserDefinedType|EString])?’{’

6 (attributes+=Attribute)*
7 ’}’

8 ;

Listing 3.12: Rule for the UserDefinedType type

UserDefinedType

A UserDefinedType type (as seen in Listing 3.12) describes a type that does not have a
graphical representation. It is defined using the type keyword and is used as a complex
data type attribute of other model elements. UserDefinedType types can inherit from other
UserDefinedType types and may be abstract. Their complex structure can be edited
via a tree-based editor along with other attributes in the Cinco properties view.

Enumeration Type

Listing 3.13 shows the grammar rule for another simple data type, the enumeration, which
is defined with the enum keyword. It can be used as a type for attributes in all model
elements and is used to assign predefined values to a model element. See for Example the
Listing 3.14.
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1 Enum returns Enumeration:

2 {Enumeration}

3 (annotations+=Annotation)*
4 ’enum’ name=EString ’{’

5 literals+=EString

6 (literals+=EString)*
7 ’}’

8 ;

Listing 3.13: Rule for the Enumeration type

70 enum Direction{ North East South West }

Listing 3.14: Example for an Enumeration specification

3.1.2 Annotations

At every defined MGL type or any of its attributes, it is possible to add annotations that
have various effects on tool generation or tool behavior. Annotations can be divided into
three categories:

Style Annotations are annotations that link MGL types to MSL Styles (further ex-
plained in Section 3.2.2) and register MSL models to the graph model. Every non-
abstract graphical MGL type has to have one Style annotation.

Meta Plug-in Annotations are annotations that activate or configure meta plug-ins
(see Section 4.4). Meta plug-ins are activated by adding the main annotation to the
graphModel definition. Annotations that configure the meta plug-ins can be placed
anywhere they are required.

Hook Annotations are annotations that can add additional behavior to the tool based
on tool actions (e.g. create, move, delete). For any possible action, a hook can be
defined that is triggered before or afterwards the event is resolved (e.g. @preMove,
@postMove). The annotation references a Java class which is implemented confirm-
ing to a hook-specific interface. Every class implements an execute method that is
called when the associated action is carried out.

3.2 The Meta Style Language

The Meta Style Language (MSL) is used to describe the visual presentation, meaning the
concrete graphical syntax of the model types used in a Cinco product. The language
was designed by Dawid Kopetzki and described in his Master thesis [Kop14]. It defines
graphical styles for all visual elements of the tool, such as nodes, containers and edges.
Furthermore, the MSL makes it easy to reuse certain aspects of a style, such as background
color, line width, or line style by introducing Appearances.
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1 Appearance returns Appearance:

2 {Appearance}

3 ’appearance’ name=ID (’extends’ parent=[Appearance])? ’{’

4 (

5 (’angle’ angle=EFloat)? &

6 (’background’ background=Color)? &

7 (’foreground’ foreground=Color)? &

8 (’font’ font=Font)? &

9 (’lineStyle’ lineStyle=LineStyle)? &

10 (’lineWidth’ lineWidth=INT)? &

11 (’transparency’ transparency=EDouble)? &

12 (’filled’ filled = Boolean)? &

13 (’imagePath’ ’(’imagePath=STRING’)’)?

14 )

15 ’}’

16 ;

Listing 3.15: Appearance rule of the Meta Style Grammar

3.2.1 Appearances

Appearances (see Listing 3.15) facilitate the reuse of basic styling information throughout
a tool. They modify simple styling, such as background color for NodeStyles, or line
style, width and color for EdgeStyles and border for NodeStyles. They may be defined
beforehand using the appearance keyword and then be referenced in the style definitions,
but may also be defined inside the style definitions instead using InlineAppearances. To
facilitate reuse, appearances may also extend existing appearances. Instead of using static
appearances,it is also possible to add dynamic appearances by registering an Appearance
Provider.

3.2.2 Styles

Every non-abstract graphical element type defined in the MGL needs to have a Style.
Multiple types may share the same Style description to reuse basic graphical elements.
Styles are distinguished by the MSL between NodeStyles for Node and Container types,
and EdgeStyle for Edge types. Styles are added to the defined element types using the
@style annotation. This annotation contains the name of the style. It may also have
arguments for parameters, which are written in the Java Expression Language [8], making
it possible to reference attributes of the defined MGL element type.

NodeStyles are built from shapes. Listing 3.16 shows the Xtext rule for a NodeStyle.
Every NodeStyle needs at least one container shape2. Possible container shapes are: Rect-
angle, RoundedRectangle, Ellipse and Polygon. Container shapes may contain other shapes
put in position, such as additional container shapes or non-container shapes, such as: a

2Note, that container in this context has nothing to do with Container types of the MGL, but is used
to emphasize that this kind of shape may contain other shapes.
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1 NodeStyle returns NodeStyle:

2 ’nodeStyle’ name=ID (’(’ parameterCount=INT ’)’)? ’{’

3 (’appearanceProvider’ ’(’appearanceProvider=QName’)’)?

4 (fixed?=’fixed’)?

5 mainShape=AbstractShape

6 ’}’

7 ;

Listing 3.16: Node style rule of the Meta Style Grammar

1 RoundedRectangle returns RoundedRectangle:

2 {RoundedRectangle}

3 ’roundedRectangle’ (name=EString)?

4 ’{’

5 ((’appearance’ referencedAppearance=[Appearance]) | (inlineAppearance=

InlineAppearance) )?

6 (’position’ position = AbstractPosition)?

7 ’size’ size = Size

8 ’corner’ ’(’cornerWidth=INT’,’cornerHeight=INT’)’

9 (children+=AbstractShape)*
10 ’}’

11 ;

Listing 3.17: Rounded rectangle rule of the Meta Style Grammar

text label (Text), multi-lined text label (Multitext), an Image or a Polyline shape. Text
labels may be parameterized to allow dynamic values using Format Strings[9]. Listing 3.17
shows the grammar rule for the RoundedRectangle container shape. Other container shapes
have a similar structure with minor differences. Every shape may have an Appearance (see
Sec. 3.2.1). Except for the Polygon shape, every container shape has a size defined by
height and width. Polygon are defined by their points, which means the size of the shape
is implicitly determined by its vertices. The RoundedRectangle shape does have an addi-
tional property: corner. The corner keyword defines horizontal and vertical radius of
the round corners. The RoundedRectangle shape is shown by the node style defined in
Listing 3.18. This style contains a text label which takes one argument and displays it
alongside a text in the center of the container shape. Figure 3.5 shows how a node using
this style will look like.

Figure 3.5: Example of two rounded rectangle styled nodes connected with a dotted arrow
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1 nodeStyle multiRectangle (1){

2 roundedRectangle{

3 size (80,40)

4 corner(10,10)

5 text{

6 position (CENTER,MIDDLE)

7 value "%s"

8 }

9 }

10 }

Listing 3.18: Node style with RoundedRectangle container shape

1 EdgeStyle returns EdgeStyle:

2 ’edgeStyle’ name=ID (’(’ parameterCount=INT ’)’)? ’{’

3 (’appearanceProvider’ ’(’appearanceProvider=QName’)’)?

4 ((’appearance’ referencedAppearance=[Appearance]) | (inlineAppearance=

InlineAppearance) )?

5 (’type’ connectionType=ConnectionType)?

6 (decorator+=ConnectionDecorator)*
7 ’}’

8 ;

Listing 3.19: Edge style rule of the Meta Style Grammar

Edge Styles describe the visual presentation of Edge types. Listing 3.19 shows the
grammar rule for the EdgeStyle. This may be as simple as a thin line, but may also have
different line styles, such as dotted lines, or decorators such as arrow heads or text labels
for the edges. Line style, color and line width definitions are provided by Appearances. An
EdgeStyle may have multiple Decorators. Possible Decorators are shapes, but for easier use
macros for common geometric figures are provided such as ARROW, DIAMOND, CIRCLE
or TRIANGLE. Decorators may be located relatively on the edge by using the location
keyword and a value between 0 and 1. Listing 3.20 shows an example for an EdgeStyle.
It defines a dotted line which is 2 pixels wide with 2 decorators. The first decorator is an
arrow located at the end of the edge (location(1.0)) and the other decorator is a text
decorator with the value "next" at the middle of the edge (location(0.5)).

3.3 The Cinco Product Definition

An important artifact for the CPGP is the Cinco product definition (CPD), as it functions
as the starting point of the product generation. Every Cinco product needs exactly one
CPD file. The CPD files collects all elements that define the Cinco product. It also
consists of a list of the MGLs that are used in the finished product, information about the
tool branding (e.g. splash screen, icons), and may contain a selection of Eclipse plug-in
descriptors which then will be added to the product in addition to required plug-ins. Every
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1 edgeStyle simpleArrow {

2 appearance {

3 lineStyle DOT

4 lineWidth 2

5 }

6 decorator {

7 location (1.0) // at the end of the edge

8 ARROW

9 }

10 decorator{

11 location(0.5) // middle of the edge

12 text{

13 value "next"

14 }

15 }

16 }

Listing 3.20: Example for Edge Style

CPD starts with the cincoProduct keyword and the name of the Cinco product. It
is followed by an optional id and product version. Main part of the CPD is the list of
MGLDescription elements (starting with the mgl keyword). They define the used MGL
files, which will be part of the Cinco product. The CPD also offers options for customizing
the presentation of the Cinco product, called branding. Branding may include the use of
graphical icons in different sizes (keywords are linuxIcon, image16, image32 . . . ) as
well as a customized about page. It may also include a splashScreen that is shown
during start-up. Since Cinco makes use of the Eclipse plug-in environment, any plug-
in or feature of an existing Eclipse may be built into the Cinco product. To add an
extension, such as a plug-in or feature, to the Cinco product, it is necessary that this
extension is present in Cinco. It is added to the Cinco product by using the features

CCINCOINCO Product Product

Graphiti / GraText Editors

CPD

Used Eclipse Plug-Ins

Branding

Perspective

MGL

MSL

MGL

MSL

MGL

MSL

MGL

Used Meta Plug-Ins

Model Elements

Hooks MSL

Appearances

Styles

Figure 3.6: Interaction between MGL, MSL and CPD



3.3. THE CINCO PRODUCT DEFINITION 27

or plug-ins keywords with the ids of the extensions. Another option is to define a
custom tool perspective. A tool perspective defines which views are open (e.g. editors,
property views, project view) or what actions are available. To amplify the convention
over configuration paradigm, a perspective is generated by default, which can be replaced
by a costumized one, if needed.

Figure 3.6 shows how the specification languages are linked between each other and how
each language contributes to the Cinco product. As described, the CPD defines the base
of the project defining perspective, branding, used Eclipse plug-ins, and which MGLs are
used. Each MGL describes a modeling language, defining the model elements, tool hooks
and usage of meta plug-ins. Each graphical model element has style and appearances which
are defined in an MSL. In the following chapter, the CPGP is described, which produces
the Cinco product from the three specification languages.
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Chapter 4
Cinco Product Generation

Figure 4.1: Overview of the Cinco Product Generation Process

Central part of a the Cinco product generation is the Cinco Product Generation
process (CPGP). It describes the process that turns the artifacts created by the tool
developer (MGL, MSL, CPD) into a running Cinco product. Figure 4.1 shows an overview
of the generation process. The input for the process is a CPD file. The CPGP is divided
into 4 phases:

1. Resource Aggregation (See Section 4.1)
2. Abstract Syntax Generation (See Section 4.2)
3. Concrete Syntax and Editor Generation (See Section 4.4)
4. Product Configuration (See Section 4.5)

In the first phase a build order has to be determined. It is basically done by applying a
topological sort based on dependency to all MGLs defined in the CPD. When the build
order is established, phases two and three will be executed by performing the following
steps for each MGL file:

• At first, a set of Ecore models is generated. These created Ecore models themselves
depend on an Ecore model that describes the basic graph structure and the substan-
tial operations which every editor based on these Ecore models has to provide.

• Alongside the generation of the Ecore model, a generation of the Cinco transforma-
tion API (CT-API) is carried out. The CT-API provides domain-specific operations

29
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that respect the constraints formalized in the MGL file (e.g., typed getters for con-
tainers based on containment constraints). These generated operations are added to
the Ecore models, before the code generation from these Ecore models to Java classes
is executed by the EMF code generation facilities.

• The next steps perform the generation of the editors. The default Cinco product
provides two editors a graphical Graphiti based editor and a textual Xtext-based
editor (called GraText).

• After the generation of the editors, the execution of meta plug-ins is triggered. Meta
plug-ins provide functionality for the models (e.g., code generation or interpretation,
model transformation). Since meta plug-ins are added to the Cinco environment
(the meta-layer) to provide functionality in the generated Cinco product, we call
them meta plug-ins to distinguish them from standard Eclipse plug-ins.

After phases 2 and 3 have been completed and the code has been generated for every MGL,
the product generation is concluded in phase 4. This phase makes use of the information
present in the CPD file starting with the execution of used CPD meta plug-ins. After this
two new projects are created that are essential for every product: the feature project and
the product project. In the following, the four phases and their corresponding tasks will
be detailed.

4.1 Resource Aggregation

In a bigger Cinco product with multiple MGL files, it is often necessary to have relation-
ships between them, which can be defined using the prime-reference feature introduced on
page 17. For example Figure 4.2, for example, shows the dependencies between the three
main model types of Dime [BFK+16]. The Data model type has no dependencies to other
model types. But it can be used by them. A model of the GUI model type may display
data, so the model type depends on the Data model type. Process models have two
dependencies. On the one hand, they may read and write data so the Process model type
depends on the Data model type. But Process models may also reference GUI models
which leads to a dependency on the GUI model type.

As seen in Section 3.1.1, MGL files can import other MGL files by using the import
statement. Model elements may then reference other model elements from these imported
MGLs using prime references. In Cinco, the generated artifacts from the imported MGLs
need to be present when building the referencing MGLs. Cinco achieves this by establish-
ing a topological sort on the MGLs of a product. Resource aggregation also has a second
use: During tool development it is often necessary to rebuild the modeling tool. Rebuilding
all dependencies might take a long time. To reduce this building time, unmodified and
already generated MGL files are taken out of the sort, so only new changes need to be
considered.
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Figure 4.2: Model types and inter-model dependencies in Dime [BFK+16] (reprinted
from [NLKS17])

4.2 Abstract Syntax Generation

In the Cinco Product generation process, several steps need to be taken for every single
MGL file. Cinco uses the meta meta-model Ecore to describe the class structure of each
generated language. The runtime environment of the generated language is divided into
generated and predefined parts. The first step for every MGL file is to map the abstract
syntax described in the MGL to the basic Ecore class structure. Cinco provides an Ecore
model for basic graph structures, such as Node, Edge and Container elements, from
which the generated classes inherit default properties (e.g. x and y positions for Nodes
and Containers). The basic Ecore model separates the inheritance structure and the data
management of the generated model elements. API calls are made on the classes holding
the inheritance structure. This separation is done to abstract from internal operations
and to provide a clean API for developers and to separate internal functions from it.
Therefore, the basic Ecore model is divided into two packages: graphmodel package and
the sub package internal. The graphmodel package contains all basic types for model
elements and some helper classes.

Basic Cinco Classes Figures A.2 and A.3 in the appendix, show the basic Ecore model
every graph in an Cinco product uses. Every element in the basic Ecore model inherits
the properties of the IdentifiableElement class. This takes care that every element can
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be identified with a UUID. Every IdentifiableElement is either a Type , a ModelEle-
ment , or a ModelElementContainer . ModelElements are the visible parts of a graph
model. ModelElementContainers are elements that can containModelElements being
it Node , Edge or Container elements.

The GraphModel is the base element of a graph model in a Cinco product. Every
model element, except the graph model, has to be contained in another model ele-
ment. A model element can be contained in the graph model itself, or an element
that is contained in a graph model (e.g., a container). It is also possible that the
contained element itself is a container, which then also can contain elements. The
GraphModel class corresponds directly to the defined GraphModel type of the MGL
model. Every GraphModel is also a ModelElementContainer , which allows for
the containment of model elements.

The Node class describes the nodes of a graph model. Every Node is also a ModelEle-
ment . For every Node type defined in the MGL, a class is generated that inherits
all properties of the Node .

The Edge class describes the edges of a graph model. It corresponds directly to the
Edge type of the MGL. Every generated edge type defined in the MGL, inherits all
properties of Edge . Every Edge is also a ModelElement .

The Container class describes the containers of a graph model. Every generated con-
tainer type defined in the MGL, inherits all properties of Container . Every Con-
tainer is also a ModelElement and also a ModelElementContainer .

The Type class describes user-defined types that are not visible in the graph editor but
can be referenced by ModelElements or the GraphModel and may be edited
for example using the generated properties view of the generated Graphiti editor.
The class corresponds directly to the UserDefinedType types defined in the MGL
model. The defined Enumerations are generated directly into corresponding Ecore
Enumeration types.

For each model element defined in the MGL, two classes are generated: an internal class
for the data and a visible class that contains the inheritance and an API to manipulate
the data stored in the internal class. In addition to that for each hook-annotation (see
Section 3.1.2) defined in the MGL, a method is generated that calls the defined hook.

Figure 4.3 shows the generated classes for two defined node types and the connection
to the basic Cinco Ecore model. Classes A and B are the API classes. InternalA and
InternalB are the data holding internal classes. B holds an attribute t of type T defined
as an UserDefinedType, so methods getT():T and setT(t:T) are generated in the API
class B .
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<<abstract>>
Node

<<abstract>>
InternalNode

A InternalA

B

InternalB

getT():T
setT(t:T):void

T

modelElement

modelElement

modelElement

internalElement

internalElement

internalElement

t

node A{}
node B extends A{
  attr T as t
}
type T{}

Generated From MGL

Basic Ecore

Figure 4.3: Example for generated Class Structure

4.3 Cinco API Generation

The CPGP does not only generate the necessary classes for a tool, but it also generates
an API (the CT-API ) that allows developers to program additional functionality for the
Cinco product, such as code generation, model transformation. The API is generated to
assist writing hooks and plug-ins for the Cinco product with domain knowledge. The API
is constructed in a way that a developer does not need to know the internal work-flow of
the tool, but can use the knowledge that was defined in the MGL specification. Therefore,
for each attribute, a set of setter and getter methods is generated, that are specifically
typed. These methods, that are specifically generated, are methods that need to satisfy
the ConnectionConstraints and ContainmentConstraints defined in the MGL. Since all
model types and constraints are known at generation time, the method signatures can be
generated as specific as possible. It is important to notice that changes in the sub-type
hierarchy may also affect the method signatures of parent types. This of course, breaks with
the common understanding of inheritance in object oriented languages, but is necessary to
get the most specific return types. The trade-off here is that a once generated tool may
not be extended, which interferes with possibly wanted reuse (see Chapter 5).

4.3.1 Containment Constraints

Every generated Container class has a method getModelElements. It returns a list of
nodes and containers that are contained. The return type of this method is the most
specific type that still covers every node and container type any sub-type of the container
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X::getContainer(): A
Y::getContainer(): A
Z::getContainer(): C

A::getModelElements() : List<Node>
B::getModelElements() : List<X>
C::getModelElements() : List<Node>

A

Y

X

CB

contains

Z

contains
contains

X::getContainer(): A
Y::getContainer(): A
Z::getContainer(): C

A::getModelElements() : List<Node>
B::getModelElements() : List<X>
C::getModelElements() : List<Node>

A

Y

X

CB

contains

Z

contains
contains

Figure 4.4: Effect on getContainer/getModelElements types through inheritance

may contain. The worst case is that the most specific type is Node , since every element
type that may be contained is at least this. Every generated Node does also have a
getContainer method which returns the container the Node is currently held in, with
its return type being the most specific type of container that may contain this node. In
the worst case this may be ModelElementContainer . Figure 4.4 shows an example for
the getModelElements and getContainer methods as generated by the containment
constraints and how a change in the inheritance can affect the method types. Image (1)
of this figure reproduces the example of Figure 3.3 (see page 19). Container type A can
contain any Node type that is of type X. But since type C inherits from A and can
contain nodes of type Z which does not inherit from X, the best specific type is Node.
So, the return type of the getModelElements method is List<Node>. The return type
of B ’s getModelElements method is not affected by C , so its return type is List<X>.
When the inheritance hierarchy is changed, so that Z inherits from X (see Image (2)), the
getModelElements methods of A and C are changed, so that the return type is List<X>.
This also affects the getContainer method of the Node type Z . In Image (1), Z is not part
of an inheritance hierarchy. The only containment constraint using Z is that of container
C . So, the return type of the Z ’s getContainer method is C . Adding X as parent to Z
in Image (2) changes this. Now, every container that inherits from A may contain Z so
the return type of the getContainer method changes to A. Note, that in Image (2), the
containment constraints of B and C are obsolete, because of the containment constraint
of A.
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A::getSuccessors : List<B>
A::getPredecessors: List<Node>
A::getOutgoing : List<X>
A::getIncoming : List<Y>
B::getSuccessors : List<B>
B::getPredecessors : List<A>
B::getOutgoing : List<X>
B::getIncoming : List<Y>
C::getSuccessors : List<B>
C::getPredecessors : List<A>
C::getOutgoing : List<X>
C::getIncoming : List<Y>
D::getSuccessors : List<B>
D::getPredecessors : List<Node>
A::getOutgoing : List<X>
A::getIncoming : List<Edge>

X::getTargetElement : Node
X::getSourceElement : A
Y::getTargetElement : B
Y::getSourceElement : A

A

Y

X

D

C

B

out

in

Figure 4.5: Example for generated connection methods

4.3.2 Connection Constraints

Analog to the containment constraints, connection constraints affect methods that base
on edge connections. Every node and container has the getSuccessors method. It
returns a list of nodes (including containers, which are special nodes) that are direct suc-
cessors. To determine the return type of this method, not only possible outgoing edges
(defined by the outgoingEdges constraints), but also the nodes that may have these
edges as incoming edges have to be taken into account. Identical to this is the gener-
ation of the getPredecessor methods. Other methods are the getOutgoing and
getIncoming methods, which return edges which start or end in the owning node, or
the getSourceElement and getTargetElement methods, which return for an edge
in which node it starts or ends. Figure 4.5 shows an example of methods and their return
types for nodes A, B , C and D , and the edge types X and Y . Node type A has a con-
nection constraint for outgoing edges. This constraint states that A may have outgoing
edges of type X . B and D are sub-types of A which means they inherit the connection
constraint. B also has an incoming constraint with the edge type Y . This incoming con-
straint is inherited by node type C . Analog to the example in Section 3.1.1, this means,
that possible starting points for edges are the node types A, B , C and D . Possible end
points are B and C . So, according to this, the getPredecessor methods of node type
B and C have the return type List<A> and the getSuccessor methods of node types
A, B , C , and D have the return type List<B>.
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Figure 4.6: Relation between Editors and Models

4.4 Concrete Syntax and Editor Generation

A Cinco product usually consists of two editors for each language, a graphical and a textual
editor1. The graphical editor is based on the Graphiti framework [6], while the textual
editor uses a special Xtext [16] grammar, the GraText, which itself is generated by the
CPGP. The GraText Editor is purely optional, but will be used as the serialization format
when generated. The editors have in common that they both use specially generated Ecore
models that use the Ecore model of the abstract syntax and the generated Cinco API to
implement the editor functionality. For each model element, the required features (see
Section 2.2.3) are generated. These are: Add Features, Create Features, Update Features,
and Delete Features. In addition to these features, Node and Container types have Move
Features, Resize Features and Layout Features, while Edge types have Reconnect Features.
Figure 4.6 shows an overview of the editor generation. The CPGP generates the Ecore
models and the API for the Cinco Product (CP) in phase 2. In phase 3 of the CPGP, for
each editor that is generated, another Ecore model is created where each model element in
the CP Ecore has a counterpart in the editor’s Ecore model, which inherits all properties
from the CP model element, but also adds information needed for editor functionality.
Figure 4.7 shows the connection between the three Ecore models using the simple Node B
from Figure 4.3 as an example. The Graphiti editor works on model elements that contain
graphical information. For every model element defined in the MGL, a class prefixed with
C is generated (in this example CB). This class inherits from their base classes. When
a tool developer uses the CT-API to manipulate the model, the Graphiti editor will be
notified of any changes. The GraText editor uses the internal classes of the class structure
to serialize the model, when saving. Since all data is stored in the internal model, only

1Other editors are imaginable. For example, the Pyro [Zwe15] plug-in generates web-based editors from
the same three languages as the CPGP.
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InternalB

<<GraText>>

B

B
getT():T
setT(t:T):void T

modelElement

internalElement

t

node A{}
node B extends A{
  attr T as t
}
type T{}

<<GraText>>

T

InternalT

gratext_t

<<Graphiti>>

CB

modelElement

internalElement

Figure 4.7: Connection between generated Classes for GraText and Graphiti editor

Figure 4.8: Overview of the Cinco Meta Plug-in Architecture (reprinted from [NLKS17])

internal objects need to be saved. The API structure will be recreated when loading the
model. The GraText editor links the Graphiti classes by generating a counter part in the
GraText Ecore model for every internal class and allows that changes made in the textual
view are visible in the graphical view.

Meta Plug-in Activation

The usage of meta plug-ins is declared in the MGL using annotations (see Section 3.1.2)
that are added to model elements. The annotations can be divided into annotations that
can be added to model elements or to attributes of model elements. A meta plug-in must
have at least one annotation that is added to the graphmodel declaration that globally
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activate the meta plug-in. Each meta plug-in is identified by the name of this annotation.
The annotation may have parameters and may also depend on other annotations added
to other model elements or attributes. During the generation process, the meta plug-ins
identified by these annotations are activated. To be able to activate the meta plug-ins,
they need to be present in the meta plug-in Registry of the Cinco product generator.
Some meta plug-ins are already provided by the Cinco developer, but new meta plug-ins
may also be added. To register a new meta plug-in, few things are needed. First, the
meta plug-in has to be implemented as a bundle communicating with the registry, which
registers the used annotations, and defines the class that contains the logic of the meta
plug-in (e.g. necessary code generators). Using the annotations, the meta plug-in can be
invoked during the CPGP (See Figure 4.8).

4.5 Cinco Product Configuration

Once abstract and concrete syntax for all MGLs is generated, the last phase of the CPGP is
the Cinco product configuration. It starts with the activation of CPD meta plug-ins and
finishes with the generation of the feature and product projects, which are needed to bundle
together everything that is needed to have a complete running bundle.

4.5.1 CPD meta plug-ins

The activation of a CPD meta plug-in behaves in basically the same way as the standard
MGL meta plug-in. But instead of being added to the MGL file, a CPD meta plug-in is
added to the product description and is used for meta plug-ins that affect the whole Cinco

product and not only one MGL.

4.5.2 Product and Feature Project

The finishing steps of the CPGP are the bundling of all generated and otherwise needed
code, and adding the tool branding. This is done by generating a product plug-in that uses
the branding information defined in the CPD and including a feature plug-in. Products in
Eclipse can be either based on plug-ins or features. A feature is a set of plug-ins which to-
gether serve a specific purpose. It can also depend on other features. The CPGP generates
a feature project that contains all plug-ins generated during the generation process, basic
features and plug-ins needed to have a executable product, and all plug-ins and features
as additional dependencies which are defined in the CPD.
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Conclusions and Future Work

This dissertation has shown a technological view on the Cinco meta-tooling suite. While
other publications [NLKS17, SGNM19, SN16] have focused on the concepts, this disser-
tation has presented an approach to generate domain specific tools, the Cinco product
generation process, and has also presented the generation of the Cinco transformation
API. Several modeling tools were created on this basis. Some of them were part of this
dissertation [LKS18, BFK+16], several more created by other student projects, research
projects [KLNS19], or for use in the industry (for a small overview, see Figure 5.1).

From the many different projects realized with Cinco, of course, many requests for
additional features have arisen. Examples for often requested features are the introduction
of reuse in the MGL, or model-driven code generation.

5.1 Improving the Reuse of Model Elements

At the moment, there is no reuse of written MGLs, since previously defined model elements,
such as nodes, containers, and edges, can not be imported into new MGLs. As mentioned
in Section 4.3, the CT-API depends on the complete knowledge of all defined types at
generation time. This hinders the reuse of defined types. For example, the GUI model
and the Process model of the Dime project both define the concept of a DataContext .
The DataContext in both models is a container that can contain Variables. And these
Variables may be written or read (modeled by DataFlow) edges. In both models, these
elements need to be defined individually, even though their functionality is almost identical.
Future work will consist of inspections to find a serviceable way to define language libraries
or to extend existing tool descriptions. A possible solution may be the introduction of
special keywords in the MGL that define how model elements may or may not be reused:

final A model element defined as final may not be reused. The generated API can be
as specific as possible.

39
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Figure 5.1: Further examples for Cinco applications: (1) Piping & Instrumentation Dia-
gram [WMN16] (2) Flow Graph [WMN16] (3) Probabilistic Timed Automata [NTI+14] (4) Hierar-
chical Scheduling Systems [CKL+17] (5) OMG’s Case Management CMMN [Wec16] (6) EasyDelta
Pick and Place DSL [BDG+15] (7) Place/Transition Net [NLKS17] (reprinted from [SGNM19])

productFinal An MGL is known to other MGLs in the same project. It may be used
as a library inside the project (e.g. reusing elements of the DataContext defined in
the Process model of Dime, in the GUI model). As a project is always built by
the CPGP , the generated API can her also be as specific as possible.

library A Model element tagged as library can be used in any newly defined tool.
The API generation for this element will be generated without the knowledge which
elements subclass this element. Thus, the subclassing can only restrict containment
and connection constraints in a classical OOP way.

Implementing this or other features will most certainly affect the CPGP. To better adapt
to changes in the code generator, possible code generation approaches may need to be
reevaluated.

5.2 Using Model-Driven Code Generation for the CPGP

The template based code generation using Xtend has several advantages over simple tem-
plate engines, which can also be found in model-driven approaches such as Genesys. For
example, both approaches allow the separation of generator logic from output creation.
While it is possible in Xtend to add complete programming expressions inside the tem-
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plate expressions, this should be avoided. Instead, the template expressions should be
placed inside separate methods or even classes. The templates can be parameterized with
method arguments filling in placeholders. Both approaches also allow separation of con-
cerns, either by using hierarchy through sub-models (Genesys), or by applying concepts of
object-oriented, or even functional languages (Xtend). These aspects of the code genera-
tion frameworks can be used for the CPGP to lessen the impact that the complexity of the
generation process has. Another important factor is the ability to adapt to changes. For
example, Cinco is often improved by adding new features which also affect the CPGP.
Code generators implemented using the Genesys approach have been proven to be easily to
modify when new features are added or existing ones need to be changed. Using the default
implementation of the Genesys approach however, is problematic due to the old jABC not
being maintained anymore. It would be interesting to apply a new model-driven approach
that combines concepts from Xtend and Genesys into a new Cinco-based code generation
framework via service-orientation [JS11]. The student project nextGen [BCK+19], which
I am currently co-supervising with my colleague Dominic Wirkner, has created a new
approach for creating graphical code generators from Cinco specifications. With combi-
nation of nextGen and the Graphical Cinco Specification (GCS) [Fuh18], the possibilities
to use graphical modeling for at least parts of the CPGP should be explored.
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Figure A.2: Class Diagram of the Basic GraphModel
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Figure A.3: Class Diagram of the Internal GraphModel
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1 GraphModel ::=

2 Import*
3 Annotation*
4 ’graphModel’ EString ( ’extends’ EString )? ’{’

5 (’package’ QName )?

6 ’nsURI’ URI

7 ( ’iconPath’ EString )?

8 ’diagramExtension’ EString

9 ( ’containableElements’ ’(’ GraphicalElementContainment ( ’,’

GraphicalElementContainment )* ’)’ )?

10 Attribute*
11 ( Node | Edge | NodeContainer | Type )*
12 ’}’

13 Attribute ::= PrimitiveAttribute | ComplexAttribute

14 PrimitiveAttribute ::=

15 Annotation*
16 ’final’? ’unique’? ’attr’ EDataTypeType ’as’ EString ( ’[’ EInt ( ’,’ BoundValue )

? ’]’ )? ( ’:=’ EString )?

17 ComplexAttribute ::=

18 Annotation*
19 ’final’? ’unique’? ’override’? ’attr’ EString ’as’ EString ( ’[’ EInt ( ’,’

BoundValue )? ’]’ )? ( ’:=’ EString )?

20 GraphicalModelElement ::= Edge | Node | NodeContainer

21 Edge ::=

22 Annotation*
23 ’abstract’? ’edge’ EString ( ’extends’ EString )? ( ’{’ Attribute* ’}’ )?

24 Node ::=

25 Annotation* ’abstract’?

26 ’node’ EString ( ’extends’ EString )? ’{’

27 ( Attribute*
28 | ReferencedEClass

29 | ReferencedModelElement

30 | ( ’incomingEdges’ ’(’ IncomingEdgeElementConnection ( ’,’

IncomingEdgeElementConnection )*
31 | ’outgoingEdges’ ’(’ OutgoingEdgeElementConnection ( ’,’

OutgoingEdgeElementConnection )* ) ’)’ )*
32 ’}’

33 Annotation ::= ’@’ EString ( ’(’ EString ( ’,’ EString )* ’)’ )?

34 NodeContainer ::=

35 Annotation*
36 ’abstract’? ’container’ EString ( ’extends’ EString )? ’{’

37 ( Attribute*
38 | ReferencedEClass

39 | ReferencedModelElement

40 | ( ’containableElements’ ’(’ GraphicalElementContainment ( ’,’

GraphicalElementContainment )*
41 | ’incomingEdges’ ’(’ IncomingEdgeElementConnection ( ’,’

IncomingEdgeElementConnection )*
42 | ’outgoingEdges’ ’(’ OutgoingEdgeElementConnection ( ’,’

OutgoingEdgeElementConnection )* ) ’)’ )*
43 ’}’

Listing A.1: Extended Bacchus Naur Form of the MGL
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44 OutgoingEdgeElementConnection ::= ( QName | ’{’ QName ( ’,’ QName )* ’}’ | ’*’ ) ( ’[

’ EInt ’,’ BoundValue ’]’ )?

45 IncomingEdgeElementConnection ::= ( QName | ’{’ QName ( ’,’ QName )* ’}’ | ’*’ ) ( ’[

’ EInt ’,’ BoundValue ’]’ )?

46 GraphicalElementContainment ::= ( QName | ’{’ QName ( ’,’ QName )* ’}’ | ’*’ ) ( ’[’

EInt ’,’ BoundValue ’]’ )?

47 Import ::= ’stealth’? ’import’ STRING ’as’ ID

48 BoundValue ::= ’*’ | EInt

49 Enum ::= Annotation* ’enum’ EString ’{’ EString+ ’}’

50 Type ::= Enum | UserDefinedType

51 UserDefinedType ::= Annotation* ’abstract’? ’type’ EString ( ’extends’ EString )? ’{’

Attribute* ’}’

52 ReferencedType ::= ReferencedEClass | ReferencedModelElement

53 ReferencedEClass ::= Annotation* ’prime’ ID ’.’ ID ’as’ EString

54 ReferencedModelElement ::= Annotation* ’prime’ ( ’this’ | QName ) ’::’ QName ’as’

EString URI ::= EString

55 QName ::= ( ID | ANY_OTHER )+ ( ’.’ ( ID | ANY_OTHER )+ )*
56 EString ::= STRING | ID

57 EInt ::= ’-’? INT

Listing A.2: Extended Bacchus Naur Form of the MGL cont.
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